# Seastar Tutorial

# Introduction

**Seastar is an advanced, open-source C++ framework for high-performance server applications on modern hardware.**

Seastar là một framework mã nguồn mở C++, nâng cao cho những ứng dụng server hiệu nâng cao trên modern hardware.

**Applications using Seastar can run on Linux or OSv. Key Seastar design features include:**

Những Application mà sử dụng Seastar có thể chạy trên Linux hoặc Osv. Những đặc điểm nổi bật trong thiết kế của Seastar bao gồm:

* **Shared-nothing design: Seastar uses a shared-nothing model that shards all requests onto individual cores.**

Shared-nothing design: Seastar sử dụng mô hình share-nothing cái mà băm các yêu cầu lên trên mỗi core riêng biệt.

* **User-space networking: Seastar offers a choice of network stack, including conventional Linux networking for ease of development, DPDK for fast user-space networking on Linux, and native networking on OSv.**
* **Futures and promises: an advanced new model for concurrent applications that offers C++ programmers both high performance and the ability to create comprehensible, testable high-quality code.**

Futures and promises: một mô hình nâng cao mới cho các ứng dụng chạy một cách đồng thời mà những ứng dụng này yêu cầu lập trình viên cả về hiệu năng cao lẫn khả năng tạo ra các dòng code chất lượng, dễ hiểu, dễ test.

**This tutorial is intended for developers already familiar with the C++ language, and will cover how to use Seastar to create a new application.**

# Getting started
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**As we do in this example, each Seastar program must define and run, an app\_template object.**

Như chúng ta làm trong ví dụ này, mỗi chương trình Seatar phải định nghĩa và chạy một đối tượng gọi là App\_Template.

**This object starts the main event loop (the Seastar engine) on one or more CPUs, and then runs the given function - in this case an unnamed function, a lambda - once.**

Đối tượng này bắt đầu **the main event loop** (the seatar engine) trên một hoặc nhiều CPU and sau đó chạy một hàm không tên, đó làm một lambad.

**When the future returned by it resolves the app will shut down, stopping event loops on all cpus, and app.run() will return.**

Khi future được trả về bởi Lambda xử lí, app sẽ shut down,dừng vòng vòng lặp và app.run() sẽ trả về .

**There's also app.run\_deprecated() variant, still in use by some code, which differs from run() in that the application doesn't exit when the callback returns, but it has to be explicitly stopped by calling engine\_exit()**.

Cũng có một biến thể đó là app.run\_deprecated, vẫn sử dụng trong vài đoạn code, nó khác với run() trong trường hợp mà applicattion không exit khi hàm callback returns, nhưng nó phải dừng lại hoàn toàn khi gọi hàm engine\_exit().

**It should be used instead of the regular C exit(), to allow for proper cleanups when necessary (we'll discuss these cleanups later).**

Nó nên được sử dụng thay vì hàm exit(), để cho phép cleanups hoàn toàn.

# Seastar threads

**As explained in the introduction, Seastar-based programs run a single thread on each CPU.**

Như đã giải thích trong phần giới thiệu, Chương trình Seastar-based chạy một Thread trên mỗi CPU.

**Each of these threads runs its own event loop, known as the engine in Seastar nomenclature.**

Mỗi Thread chạy  **event loop** của chính nó, được biết đến như là Engine trong thuật ngữ của Seastar

**By default, the Seastar application will take over all the available cores, starting one thread per core.**

Theo mặc định, Ứng dụng Seastar sẽ tiếp quản tất cả các core có sẵn, bắt đầu một thread trên mỗi core.

**We can see this with the following program, printing smp::count which is the number of started threads:**

Chúng ta có nhìn thấy điều này với chương trình sau, printing smp::count đó là số lượng các thread được bắt đầu:

![](data:image/png;base64,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)

**On a machine with 4 hardware threads (two cores, and hyperthreading enabled), Seastar will by default start 4 engine threads:**

Trên một máy với 4 luồng ở phần cứng( 2 core và chế độ hyperthreading được bật),

Theo mặc đinh, Seastar sẽ bắt đầu 4 thread engine:

$ ./a.out

4

**Each of these 4 engine threads will be pinned (a la taskset(1)) to a different hardware thread.**

Mỗi thread trong 4 engine thread sẽ được ghim(**a la taskset(1)**) để phân biệt với thread ở hardware.

**Note how, as we mentioned above, the app's initialization function is run only on one thread, so we see the ouput "4" only once.**

Như chúng tôi đã đề cập ở trên, Lưu ý làm thế nào mà, **the app's initialization function** chỉ chạy một thread, vì vậy chúng ta có thể thấy “4” chỉ một lần.

**Later in the tutorial we'll see how to make use of all threads.**

Phần sau trong tutorial, chúng ta sẽ biết làm thế nào để sử dụng tất cả thread.

**The user can pass a command line parameter, -c, to tell Seastar to start fewer threads than the available number of hardware threads.**

Người sử dụng có thể truyền vào một tham số dòng lệnh,-c, để nói với Seastar để start ít thread hơn so với số lượng thread hardware.

**For example, to start Seastar on only 2 threads, the user can do:**

Ví dụ, để start Seastar chỉ trên 2 threads, người sử dụng có thể thực hiện:

$ ./a.out -c2

2

**When the machine is configured as in the example above - two cores with two hyperthreads on each - and only two threads are requested, Seastar ensures that each thread is pinned to a different core, and we don't get the two threads competing as hyperthreads of the same core (which would, of course, damage performance).**

Khi machine được configuired như trong ví dụ ở trên – 2 cores với 2 hyperthreads và chỉ 2 thread được yêu cầu, Seastar đảm bảo rằng mỗi thread sẽ được ghim tới một core khác nhau, và chúng ta không có 2 luồng cạnh tranh nhau như hyperthreads của cùng một core( dĩ nhiên, nó sẽ gây hại đến hiệu năng).

**We cannot start more threads than the number of hardware threads, as allowing this will be grossly inefficient. Trying it will result in an error:**

Chúng ta không start nhiều threads hơn số lượng của thread hardware, như cho chép điều đó sẽ rất kém hiệu quả. Cố gắng làm điều đó sẽ dẫn đến lỗi:

$ ./a.out -c5

terminate called after throwing an instance of 'std::runtime\_error'

what(): insufficient processing units

abort (core dumped)

**The error is an exception thrown from app.run, which we did not catch, leading to this ugly uncaught-exception crash.**

Lỗi này là một exception nhảy ra từ app.run, cái mà chúng ta không bắt lỗi, dẫn đến

**uncaught-exception crash** xấu xí này.

**It is better to catch this sort of startup exceptions, and exit gracefully without a core dump:**

Việc catch những exceptions khởi động này là tốt hơn, và thoát ra khỏi chúng một cách tinh tế,nhẹ nhafg mà không một dump core.

#include "core/app-template.hh"

#include "core/reactor.hh"

#include <iostream>

#include <stdexcept>

int main(int argc, char\*\* argv) {

app\_template app;

try {

app.run(argc, argv, [] {

std::cout << smp::count << "\n";

return make\_ready\_future<>();

});

} catch(std::runtime\_error &e) {

std::cerr << "Couldn't start application: " << e.what() << "\n";

return 1;

}

return 0;

}

$ ./a.out -c5

Couldn't start application: insufficient processing units

**Note that catching the exceptions this way does not catch exceptions thrown in the application's actual asynchronous code. We will discuss these later in this tutorial.**

Lưu ý rằng việc Catch exception theo cách này ko bắt được exception được ném trong code bất đồng bộ thực tế của ứng dụng. Chúng ta sẽ thảo luận chúng trong phần sau của tutorial.

# Seastar memory

**As explained in the introduction, Seastar applications shard their memory.**

Như đã giải thích trong phần giới thiệu, Ứng dụng Seastar chia sẻ memory của chúng.

**Each thread is preallocated with a large piece of memory (on the same NUMA node it is running on), and uses only that memory for its allocations (such as malloc() or new).**

Mỗi thread được phân bổ với một phần lớn của bộ nhớ ( trên cùng một node NUMA mà nó đang chạy), và chỉ sử dụng memory đó cho **allocations** của nó (như là malloc hoặc new).

**By default, the machine's entire memory except a small reservation left for the OS (defaulting to 512 MB) is pre-allocated for the application in this manner.**

Theo mặc định, entire memory trừ ra một vùng nhớ nhỏ còn lại cho OS(mặc định là 512 MB) được pre-allocated cho ứng dụng trong manner.

**This default can be changed by eitherchanging the amount reserved for the OS (not used by Seastar) with the --reserve-memory option, or by explicitly giving the amount of memory given to the Seastar application, with the -m option.**

Mặc định này có thể thay đổi bằng cách thay đổi vùng nhớ dành cho hệ điều hành với lựa chọn **--reserve-memory,** hoặc bằng cách cung cấp rõ ràng vùng nhớ của memory được cấp cho application Seastar, với option –m.

**This amount of memory can be in bytes, or using the units "k", "M", "G" or "T". These units use the power-of-two values: "M" is a mebibyte, 2^20 (=1,048,576) bytes, not a megabyte (10^6 or 1,000,000 bytes).**

Dung lượng bộ nhớ có thể theo Byte hoặc sử dụng KB,MB,GB,TB.

**Trying to give Seastar more memory than physical memory immediately fails:**

Cố gắng cấp cho Seastar nhiều vùng nhớ hơn physical memory dẫn đến lỗi ngay lập tức.

$ ./a.out -m10T

Couldn't start application: insufficient physical memory

# Introducing futures and continuations

**Futures and continuations, which we will introduce now, are the building blocks of asynchronous programming in Seastar.**

Futures và continuation , những thứ mà chúng tôi sẽ đề cập ngay bây giờ, là những **building blocks** của lập trình bất đồng bộ trong Seastar.

**Their strength lie in the ease of composing them together into a large, complex, asynchronous program, while keeping the code fairly readable and understandable.**

Sức mạnh của chúng nằm ở sự dễ dàng kết hợp chúng lại thành một chương trình bất đồng bộ lớn và phức tạp, trong khi vẫn giữ được code khá dễ đọc và dễ hiểu.

**A future is a result of a computation that may not be available yet. Examples include:**

Một Future là một kết quả của sự tính toán có thể chưa có sẵn. Những ví dụ bao gồm:

* **a data buffer that we are reading from the network**

Một buffer dữ liệu mà chúng ta đang đọc nó từ network.

* **the expiration of a timer**

Hết hiệu lực của một timer.

* **the completion of a disk write**

Một sự hoàn thành của quá trình ghi ra đĩa.

* **the result of a computation that requires the values from one or more other futures.**

Kết quả của một sự tính toán mà yêu cầu giá trị từ một hoặc nhiều Future khác.

**The type future<int> variable holds an int that will eventually be available - at this point might already be available, or might not be available yet.**

Biến kiểu future<int> giữ một int mà nó đến cuối cùng sẽ có sẵn, tại thới điểm này có thể giá trị này đã có sẵn hoặc chưa.

**The method available() tests if a value is already available, and the method get() gets the value. The type future<> indicates something which will eventually complete, but not return any value.**

Phương thức avaible() kiểm tra nếu một giá trị là có sẵn, và phương thức get() sẽ lấy giá trị đó. Kiểu future<> chỉ ra rằng cái gì đó cuối cùng sẽ hoàn thành, nhưng không trả về bất kỳ giá trị nào.

**A future is usually returned by a promise, also known as an asynchronous function, a function or object which returns a future and arranges for this future to be eventually resolved.**

Một future thường được trả về bởi một promise, cũng được biết đến như là một hàm bất đồng bộ, một hàm hoặc một đối tượng mà trả về một future và sắp xếp cho Future này kiểu gì cũng được giải quyết.

**One simple example is Seastar's function sleep():**

Một ví dụ đơn giản là một hàm sleep() của Seatar:

future<> sleep(std::chrono::duration<Rep, Period> dur);

**This function arranges a timer so that the returned future becomes available (without an associated value) when the given time duration elapses.**

Function này sắp xếp một timer để Future được trả về trở nên khả dụ (với không giá trị nào được trả về) khi một khoảng thời gian nhất định trôi qua.

**A continuation is a callback (typically a lambda) to run when a future becomes available.**

**Một continuation là một hàm callback (điển hình là một lambda) để thực thi khi mà một future trở nên khả dụ.**

**A continuation is attached to a future with the then() method. Here is a simple example:**

Một continuation được đính kém với một Future với phương thức then(). Dưới đây là một ví dụ đơn giản:”

#include "core/app-template.hh"

#include "core/sleep.hh"

#include <iostream>

int main(int argc, char\*\* argv) {

app\_template app;

app.run(argc, argv, [] {

std::cout << "Sleeping... " << std::flush;

using namespace std::chrono\_literals;

return sleep(1s).then([] {

std::cout << "Done.\n";

});

});

}

**In this example we see us getting a sleep(1s) future, and attaching to it a continuation which prints a message and exits.**

Trong ví dụ này, chúng ta thấy chúng ta có một future sleep(1s) and đính kém với nó một continuation mà print một message và thoát.

**The future will become available after 1 second has passed, at which point the continuation is executed.**

Future sẽ trở nên khả dụ sau 1s trôi qua, tại thời điểm đó continuation sẽ được thực thi.

**Running this program, we indeed see the message "Sleeping..." immediately, and one second later the message "Done." appears and the program exits.**

Chạy chương trình này, chúng ta thật sự nhìn thấy message “Sleeping…” ngay lập tức, và 1s sau message “Done” xuất hiện và chương trình thoát.

**To avoid repeating the boilerplate "app\_engine" part in every code example in this tutorial, let's create a simple main() with which we will compile the following examples.**

Để tránh việc lặp lại một phần code có sẵn “app\_engine” trong mỗi ví dụ code trong tutorial này, hãy tạo ra một simple main() - chúng tôi sẽ biên dịch các ví dụ sau với hàm main đó.

**This main just calls the function future<> f(), and does the appropriate exception handling:**

Hàm main này chỉ gọi Function future<>f() , và thực hiện xử lí ngoại lệ thích hợp:

#include "core/app-template.hh"

#include <iostream>

#include <stdexcept>

extern future<> f();

int main(int argc, char\*\* argv) {

app\_template app;

try {

app.run(argc, argv, f);

} catch(std::runtime\_error &e) {

std::cerr << "Couldn't start application: " << e.what() << "\n";

return 1;

}

return 0;

}

**Compiling together with this main.cc, the above sleep() example code becomes:**

Biên soạn cùng nhau với main.cc này, code mẫu sleep() bên trên trở thành :

#include "core/sleep.hh"

#include <iostream>

future<> f() {

std::cout << "Sleeping... " << std::flush;

using namespace std::chrono\_literals;

return sleep(1s).then([] {

std::cout << "Done.\n";

});

}

**So far, this example was not very interesting - there is no parallelism, and the same thing could have been achieved by the normal blocking POSIX sleep().**

Cho đến nay, ví dụ này không mấy thú vị cho lắm- Không có sự song song, và điều tương tự có thể đạt được bởi Blocking thông thường đó là POSIX sleep().

**Things become much more interesting when we start several sleep() futures in parallel, and attach a different continuation to each. Futures and continuation make parallelism very easy and natural:**

Mọi thứ trở nên thú vị hơn nhiều khi mà chúng ta start vài Future sleep() đồng thời, và đính kèm một continuation cho mỗi Future. Futures and continuation tạo ra sự song song rất dễ dàng và tự nhiên.

#include "core/sleep.hh"

#include <iostream>

future<> f() {

std::cout << "Sleeping... " << std::flush;

using namespace std::chrono\_literals;

sleep(200ms).then([] { std::cout << "200ms " << std::flush; });

sleep(100ms).then([] { std::cout << "100ms " << std::flush; });

return sleep(1s).then([] { std::cout << "Done.\n"; });

}

**Each sleep() and then() call returns immediately: sleep() just starts the requested timer, and then() sets up the function to call when the timer expires**.

Mỗi lời gọi sleep() và then() return ngay lập tức: sleep() vừa mới khởi động timer và then() thiết lập function để gọi khi mà timer hết hạn.

**So all three lines happen immediately and f returns. Only then, the event loop starts to wait for the three outstanding futures to become ready, and when each one becomes ready, the continuation attached to it is run. When the future returned by f becomes ready, the whole application exits. The output of the above program is of course:**

Vì vậy 3 dòng xảy ra ngay lập tức và f trả về. Chỉ sau đó, the event loop bắt đầu đợi 3 future trở nên khả dụ, và khi một trong số chúng trở nên ready, hàm continuation đính kèm với nó sẽ được chạy. Khi Future trả về bởi f trở nên ready, cả ứng dụng sẽ thoát. Output của chương trình trên dĩ nhiên là :

$ ./a.out

Sleeping... 100ms 200ms Done.

**sleep() returns future<>, meaning it will complete at a future time, but once complete, does not return any value.**

Slepp() trả về Future<>, có nghĩa là nó sẽ hoàn thành tại một thời điểm trong tương lại, nhưng khi hoàn thành, nó không trả về bất kì giá trị nào.

**More interesting futures do specify a value of any type (or multiple values) that will become available later.**

Những Futures thú vị hơn chỉ ra một giá trị của kiểu bất kì(hoặc nhiều giá trị) điều đó sẽ trở lên có thể ngay sau đây.

**In the following example, we have a function returning a future<int>, and a continuation to be run once this value becomes available. Note how the continuation gets the future's value as a parameter:**

Trong ví dụ này, chúng ta có một function trả về một Future<int>, và một continuation được chạy khi mà giá trị của Future là khả dụ. Lưu ý rằng làm cách nào mà hàm Continuation lấy được giá trị của Future như là một parameter.

#include "core/sleep.hh"

#include <iostream>

future<int> slow() {

using namespace std::chrono\_literals;

return sleep(100ms).then([] { return 3; });

}

future<> f() {

return slow().then([] (int val) {

std::cout << "Got " << val << "\n";

});

}

**The function slow() deserves more explanation. As usual, this function returns a future immediately, and doesn't wait for the sleep to complete, and the code in f() can chain a continuation to this future's completion.**

Hàm slow() đáng được giải thích nhiều hơn. Như thông thường, hàm này trả về một Future ngay lập tức, và không phải đợi sleep hoàn thành, và code ở trong f() có thể tạo chuỗi một continuation cho sự hoàn thành của Future này.

**The future returned by slow() is itself a chain of futures: It will become ready once sleep's future becomes ready and then the value 3 is returned.**

Future được trả về bởi slow() tự nó là một chuỗi của các Future: nó sẽ trở nên ready khi Future của sleep trở nên ready và sau đó giá trị 3 được trả về.

**We'll explain below in more details how then() returns a future, and how this allows chaining futures.**

Chúng ta sẽ giải thích dưới đây chi tiết hơn làm các nào mà then() trả về một future, và làm cách nào cho phép các chuỗi Futures.

**This example begins to show the convenience of the futures programming model, which allows the programmer to neatly encapsulate complex asynchronous operations.**

Ví dụ dưới đây bắt đầu chỉ ra sự thuận tiện của mô hình lập trình futures, nó cho phép người lập trình đóng gói gọn gàng các hoạt động bất đồng bộ phức tạp.

**slow() might involve a complex asynchronous operation requiring multiple steps, but its user can use it just as easily as a simple sleep(), and Seastar's engine takes care of running the continuations whose futures have become ready at the right time.**

Hàm slow() có thể gọi một hoạt động bất đồng bộ phức tạp mà yêu cầu nhiều bước, nhưng người sử dụng của nó dễ dàng như chỉ một simple sleep(), và engine của Seastar quan tâm đến việc chạy continuation của Futures nào mà ready tại thời điểm thích hợp.

## **Ready futures**

**A future value might already be ready when then() is called to chain a continuation to it.**

Một giá trị của Future có thể đã ready khi then() được gọi để tạo chuỗi continuation tới nó.

**This important case is optimized, and usually the continuation is run immediately instead of being registered to run later in the next iteration of the event loop.**

Trường hợp quan trọng này được tối ưu hóa, và thông thường continuation được chạy ngay lập tức thay vì được registerd để chạy lần sau trong vòng lặp tiếp theo của event loop.

**This optimization is done usually, though sometimes it is avoided: The implementation of then()holds a counter of such immediate continuations, and after many continuations have been run immediately without returning to the event loop (currently the limit is 256), the next continuation is deferred to the event loop in any case.**

Việc tối ưu hóa này được thực hiện thường xuyên, mặc dù thỉnh thoảng nó được tránh :

Triển khai của then() giữ một counter của **such immediate continuations**, và sau đó nhiều continuations được chạy ngay lập tức mà không return tới event loop(currently the limit is 256), Continuation tiếp theo được chuyển đến event loop trong mọi trường hợp

**This is important because in some cases (such as future loops, discussed later) we could find that each ready continuation spawns a new one, and without this limit we can starve the event loop.**

Điều này là quan trọng bởi vì trong một vài trường hợp(như là các vòng lặp Future, được thảo luận sau) chúng ta có thể nhận ra rằng mỗi continuation ready có thể tạo ra cái mới, và với việc không giới hạn chúng ta có thể “starve-bỏ đói” the event loop

**It important not to starve the event loop, as this would starve continuations of futures that weren't ready but have since become ready, and also starve the important polling done by the event loop (e.g., checking whether there is new activity on the network card).**

Điều quan trọng là không “Starve” the event loop, bởi vì điều này sẽ dẫn đến “bỏ đói” các continuations của Futures mà chưa sẵn sàng nhưng ….

**make\_ready\_future<> can be used to return a future which is already ready. The following example is identical to the previous one, except the promise function fast() returns a future which is already ready, and not one which will be ready in a second as in the previous example. The nice thing is that the consumer of the future does not care, and uses the future in the same way in both cases.**

Make\_ready\_future<> có thể sử dụng để trả về một Future mà đã sẵn sàng. Ví dụ mà đang xem xét là giống với ví dụ trước trừ một việc đó là Fuction promiss fast() trả về một future đã sẵn sàng, và không phải cái nào cũng sẵn sàng trong một giây như ví dụ trước. Điều tốt đẹp là người sử dụng Future không quan tâm và sử dụng Future theo cách giống nhau trong cả 2 trường hợp.

#include "core/future.hh"

#include <iostream>

future<int> fast() {

return make\_ready\_future<int>(3);

}

future<> f() {

return fast().then([] (int val) {

std::cout << "Got " << val << "\n";

});

}

# Capturing state in continuations

# Nắm bắt state trong continuations

**We've already seen that Seastar continuations are lambdas, passed to the then() method of a future.**

Chúng ta đã biết rằng continuations của Seatar là các lambadas, được truyền vào method then() của một future.

**In the examples we've seen so far, lambdas have been nothing more than anonymous functions.**

Trong các ví dụ mà chúng ta đã thấy từ trước đến nay, lambadas không khác gì một hàm ẩn danh.

**But C++11 lambdas have one more trick up their sleeve, which is extremely important for future-based asynchronous programming in Seastar: Lambdas can capture state.**

**Consider the following example**:

Nhưng C++ 11 bambads có thêm một trick “up their sleeve”, cái mà thực sự quan trọng cho lập trình bất đồng bộ Future-based trong Seastar: Lambdas có thể capture state, Xem xét ví dụ sau đây:

#include "core/sleep.hh"

#include <iostream>

future<int> incr(int i) {

using namespace std::chrono\_literals;

return sleep(10ms).then([i] { return i + 1; });

}

future<> f() {

return incr(3).then([] (int val) {

std::cout << "Got " << val << "\n";

});

}
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The future operation incr(i) mất một thời gian để hoàn thành(nó cần phải ngủ một lúc trước), và trong thời gian đó, nó cần phải lưu lại giá trị của biến i mà nó đang hoạt động trên nó.

**In the early event-driven programming models, the programmer needed to explicitly define an object for holding this state, and to manage all these objects.**

Trong các model lập trình hướng sự kiện, người lập trình phải định nghĩa một cách explicitly một đối tượng cho việc lưu giữ trạng thái của biến i , và phải quản lí tất cả các đối tượng này.

**Everything is much simpler in Seastar, with C++11's lambdas: The capture syntax[i] in the above example means that the value of i, as it existed when incr() was called() is captured into the lambda.**

Mọi thứ đơn giản hơn ở trong Seastar, với C++ 11’s lambdas: Cú pháp syntax[i] trong ví dụ trên có nghĩa là giá trị của i , như đã tồn tại khi incr() được gọi, được captured vào trong lambada.

**The lambda is not just a function - it is in fact an object, with both code and data.**

Lambada không chỉ là một function – Thực tế nó là một object với cả code và data.

**In essence, the compiler created for us automatically the state object, and we neither need to define it, nor to keep track of it (it gets saved together with the continuation, when the continuation is deferred, and gets deleted automatically after the continuation runs).**

Thực chất, compiler đã tạo ra cho chúng ta đối tượng trạng thái một cách tự động và chúng ta không cần phải định nghĩa nó cũng không phải giám sát, theo dõi nó( nó được lưu cùng với continuation, khi continuation bị hoãn lại, và được xóa đi một cách tự động sau khi continuaiton đã chạy xong).

One implementation detail worth understanding is that when a continuation has captured state and is run immediately, this capture incurs no runtime overhead.

Một chi tiết triển khai mà đáng để hiểu là khi một continuation có captured state và được chạy ngay lập tức, cái capture này không phát sinh chi phí trong thời gian chạy.

**However, when the continuation cannot be run immediately (because the future is not yet ready) and needs to be saved till later, memory needs to be allocated on the heap for this data, and the continuation's captured data needs to be copied there.**

Tuy nhiên, khi continuation không thể chạy ngay lập tức bởi vì future chưa khả dụ và cần được lưu lại cho đến sau này, bộ nhớ cần được cấp phát trên heap cho dữ liệu này, và dữ liệu được captured của continuation cần được chiếm dữ ở đó.

**This has runtime overhead, but it is unavoidable, and is very small compared to the parallel overhead in the threaded programming model (in a threaded program, this sort of state usually resides on the stack of the blocked thread, but the stack is much larger than our tiny capture state, takes up a lot of memory and causes a lot of cache pollution on context switches between those threads).**

Điều này có chi phí phát sinh trong lúc runtime, nhưng nó là điều không tránh khỏi, và nó là rất nhỏ so với chi phí song song trong mô hình lập trình đa luồng( trong chương trình luồng, loại trạng thái này thường nằm trong stack của thread được block,nhưng stack lớn hơn nhiều so với capture state nhỏ bé của chúng ta, nó chiếm nhiều memory và gây ra rất nhiều “cache pollution” trong việc chuyển ngữ cảnh giữa các luồng.

In the above example, we captured i by value - i.e., a copy of the value of i was saved into the continuation. C++ has two additional capture options: capturing by reference and capturing by move:

Using capture-by-reference in a continuation is almost always a mistake, and would lead to serious bugs. For example, if in the above example we captured a reference to i, instead of a copy to it,

future<int> incr(int i) {

using namespace std::chrono\_literals;

return sleep(10ms).then([&i] { return i + 1; }); // Oops, the "&" here is wrong.

}

this would have meant that the continuation would contain the address of i, not its value. But i is a stack variable, and the incr() function returns immediately, so when the continuation eventually gets to run, long after incr() returns, this address will contain unrelated content.

Using capture-by-move in continuations, on the other hand, is valid and very useful in Seastar applications. By **moving** an object into a continuation, we transfer ownership of this object to the continuation, and make it easy for the object to be automatically deleted when the continuation ends. For example, consider a function taking a std::unique\_ptr.

int do\_something(std::unique\_ptr<T> obj) {

// do some computation based on the contents of obj, let's say the result is 17

return 17;

// at this point, obj goes out of scope so the compiler delete()s it.

By using unique\_ptr in this way, the caller passes an object to the function, but tells it the object is now its exclusive responsibility - and when the function is done with the object, it should delete the object. How do we use unique\_ptr in a continuation? The following won't work:

future<int> slow\_do\_something(std::unique\_ptr<T> obj) {

using namespace std::chrono\_literals;

return sleep(10ms).then([obj] { return do\_something(std::move(obj))}); // WON'T COMPILE

}

The problem is that a unique\_ptr cannot be passed into a continuation by value, as this would require copying it, which is forbidden because it violate the guarantee that only one copy of this pointer exists. We can, however, move obj into the continuation:

future<int> slow\_do\_something(std::unique\_ptr<T> obj) {

using namespace std::chrono\_literals;

return sleep(10ms).then([obj = std::move(obj)] {

return do\_something(std::move(obj))});

}

Here the use of std::move() causes obj's move-assignment is used to move the object from the outer function into the continuation. C++11's notion of move (move semantics) is similar to a shallow copy, followed by invalidating the source copy (so that the two copies do not co-exist, as forbidden by unique\_ptr). After moving obj into the continuation, the top-level function can no longer use it (in this case it's of course ok, because we return anyway).

The [obj = ...] capture syntax we used here is new to C++14. This is the main reason why Seastar requires C++14, and does not support older C++11 compilers.